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Concurrent programs

Concurrent program syntax

Language

add a parallel composition statement: stat || stat

semantics: s1 || s2
execute s1 and s2 in parallel

allowing an arbitrary interleaving of atomic statements
(expression evaluation or assignments)

terminates when both s1 and s2 terminate

Hoare logic: extended by Owicki and Gries [Owicki76]

first idea:
{P1} s1 {Q1} {P2} s2 {Q2}
{P1 ^ P2} s1 || s2 {Q1 ^ Q2}

but this is unsound
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Concurrent programs

Concurrent programs: rule soundness

Issue:
{P1} s1 {Q1} {P2} s2 {Q2}
{P1 ^ P2} s1 || s2 {Q1 ^ Q2}

is not always sound

example:

given s1
def
= X  1 and s2

def
= if X = 0 then Y  1, we derive:

{X = Y = 0} s1 {X = 1 ^ Y = 0} {X = Y = 0} s2 {X = 0 ^ Y = 1}
{X = Y = 0} s1 || s2 {false}

Solution:

the proofs of {P1} s1 {Q1} and {P2} s2 {Q2} must not interfere
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Concurrent programs

Concurrent programs: rule soundness

interference freedom

given proofs �1 and �2 of {P1} s1 {Q1} and {P2} s2 {Q2}
�1 does not interfere with �2 if:

for any � appearing before a statement in �1

for any {P 0
2} s 02 {Q 0

2} appearing in �2

{� ^ P 0
2} s 02 {�} holds

and moreover {Q1 ^ P 0
2} s 02 {Q1}

i.e.: the assertions used to prove {P1} s1 {Q1} are stable by s2

example:

given s1
def
= X  1 and s2

def
= if X = 0 then Y  1, we derive:

{X = 0 ^ Y 2 [0, 1]} s1 {X = 1 ^ Y 2 [0, 1]} {X 2 [0, 1] ^ Y = 0} s2 {X 2 [0, 1] ^ Y 2 [0, 1]}
{X = Y = 0} s1 || s2 {X = 1 ^ Y 2 [0, 1]}
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Concurrent programs

Concurrent programs: rule completeness

Issue: incompleteness

{X = 0} X  X + 1 || X  X + 1 {X = 2} is valid

but no proof of it can be derived

Solution: auxiliary variables

introduce explicitly program points and program counters

example:
`1 X  X + 1 `2 || `3 X  X + 1 `4

with auxiliary variables pc1 2 {1, 2}, pc2 2 {3, 4}
we can now express that a process is at a given control point
and distinguish assertions based on the location of other processes

s1
def
= `1

X  X + 1 `2, s2
def
= `3

X  X + 1 `4

{(pc2 = 3 ^ X = 0) _ (pc2 = 4 ^ X = 1)} s1 {(pc2 = 3 ^ X = 1) _ (pc2 = 4 ^ X = 2)}
{(pc1 = 1 ^ X = 0) _ (pc1 = 2 ^ X = 1)} s2 {(pc1 = 1 ^ X = 1) _ (pc1 = 2 ^ X = 2)}
=) {pc1 = 1 ^ pc2 = 3 ^ X = 0} s1 || s2 {pc1 = 2 ^ pc2 = 4 ^ X = 1}

in fact, auxiliary variables make the proof method complete
Course 6 Axiomatic semantics Antoine Miné p. 57 / 60
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Conclusion
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Conclusion

Conclusion

logic allows us to reason about program correctness

verification can be reduced to proofs of simple logic statements

Issue: automation

annotations are required (loop invariants, contracts)

verification conditions must be proven

to scale up to realistic programs, we need to automate as much as possible

Some solutions:

automatic logic solvers to discharge proof obligations
SAT / SMT solvers

abstract interpretation to approximate the semantics
fully automatic
able to infer invariants

Course 6 Axiomatic semantics Antoine Miné p. 59 / 60
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