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Project description

Hybrid modeling tools [7] such as Simulink\(^1\) are now de facto standard of embedded system design\(^2\) and Modelica\(^3\) a new player. They allow to describe discrete time and continuous time systems so that the very same source code is used both for simulation/testing/formal verification and code generation. Despite the availability of such tools, there remain a number of issues related to their semantics and the lack of reproducibility of simulations. It is thus critical to place them on a firm semantical basis where it can be proven that the results of simulation, compilation and verification are mutually consistent.

Synchronous languages [1] are used for programming the most critical applications (e.g., fly-by-wire control of Airbus planes, braking systems for subways and trains). They have already addressed the above issues for a class of discrete real-time systems for which time- and resource-bounded code can be generated. Nonetheless, they cannot be used to model hybrid systems with both efficiency and precision. For that, it is important to be able to model, in the very same language, both discrete time systems and continuous times ones expressed by Ordinary Differential Equations (ODEs) or Differential Algebraic Equations (DAEs).

The problem we address here is the design and implementation of a hybrid synchronous language which combines the expressiveness of a synchronous language with ODEs for modeling physical elements evolving on a continuous-time basis. This extension must be conservative with respect to an existing synchronous language: it must preserve sequential code generation, an execution in bounded time and space for the discrete part as well as the guaranty on determinacy and the absence of deadlocks. Defining such a language has a tremendous number of applications: the design of control systems (planes, cars, etc); mixed (discrete/continuous) signals for modeling digital/analogous circuits; music (e.g., control/simulation of instruments), etc. Despite important developments on the verification of hybrid automata [8] (see [7] for a survey), there is little work on programming languages issues regarding, in particular, static typing, semantics and compilation.

---

1\[http://www.mathworks.com/products/simulink\]
2\[Over one million of licenses for SIMULINK/STATEFLOW.\]
3\[https://www.modelica.org\]
In recent work, we have proposed a synchronous, Lustre-like language, extended with features for modeling continuous dynamics (ODEs and zero-crossings). We based its semantics on non-standard analysis [5, 4]. This semantics clarifies interactions between continuous behaviors and discrete transitions in hybrid systems, like cascades of zero-crossing. The compilation is done through a source-to-source transformation into the synchronous subset which is then translated to sequential code using an existing compiler [3, 2]. This approach enables to reuse many existing techniques (e.g., compilation and static analysis) in order to generate efficient which is then paired with a black-box numerical solver (here SUNDIALS CVODE from LLNL 4).

A first prototype of this language, called Zelus, has been developed [6]. We are currently augmenting it with control structures, like hierarchical automata [2]. But, even so, the language lacks many features including, among others 1. a finer clock calculus and causality analysis to detect unbounded cascades of zero-crossing. 2. the ability to use multiple numerical solvers or to take execution time into account in order to compromise speed and accuracy (real-time simulation). 3. new optimization techniques in order to reduce the number of zero-crossing detections performed by the numeric solver.

The internship will investigate some of the above research problems. It will propose effective solutions and prototype them inside the Zelus compiler. Interaction with the designers of Modelica language will be done all along the internship.
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