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This internship will contribute to the development of techniques, software,
and proofs for a prototype synchronous language compiler in Coq.

As synchronous dataflow languages and their compilers are most often used
in the development of safety-critical applications, like fly-by-wire controllers and
power plant monitoring software, their correctness is paramount. Modelling and
verifying compilers in a proof assistant like Coq1 is a promising way to ensure
that the semantics of source programs are precisely understood and completely
preserved right down to the code that actually executes. Such certification in
formal tools is complementary to industrial certifications, like the DO-178B
guidelines for airborne systems.

Compilers of synchronous dataflow languages, like that used by the SCADE
Suite tool2 are constructed as a series of source-to-source transformations [4, 5,
3, 2]. The initial transformations successively reduce complex structures, like
hierarchical automata, into simpler subsets of the language. Later transforma-
tions produce and optimize imperative C code from which executables are finally
generated.

Earlier work [1] showed how to formally model and verify several of the
important dataflow-to-dataflow transformations. Very recently, we have solved
one of the key remaining difficulties: justifying the difficult step from dataflow
to imperative code in Coq. Further work is required to expand these results,
and, importantly, to connect them with the CompCert C compiler [6].3 This
connection not simply a matter of sending the stdout of one compiler into the
stdin of the other: the underlying types and operations of the target language
(C) must be imported into the semantic model of the source language (a subset of
Lustre/SCADE). The imperative effects of the underlying machine, like division
by zero and the side-effects of certain operations, must also be accounted for.
This internship would be based on an existing prototype that is closely aligned
with real compiler architectures.

Prerequisites A strong motivation to apply techniques from programming
languages theory and formal logic to the design and improvement of real-world
systems. The ability to discuss and work constructively with others.

• Solid background in the design of programming languages. (required)
1https://coq.inria.fr
2Developed and marketed by ANSYS/Esterel Technologies: http://www.

esterel-technologies.com/products/scade-suite/
3http://compcert.inria.fr
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• Programming experience in OCaml. (preferred)

• Experience in formal modelling and verification in a proof assistant (like
Coq, HOL, PVS, or Isabelle). (preferred)

• Prior experience with synchronous programming. (optional)

Administrative information The internship will take place in the PARKAS
team of INRIA and DI, ENS Paris: http://www.di.ens.fr/ParkasTeam.html

Advisors. Timothy Bourke and Marc Pouzet.

The intern will receive a stipend or salary according to his or her adminis-
trative status. The internship is partially funded by the ASSUME European
project.

PhD thesis. The internship is an entry point for a motivated and talented
student to a 3 year PhD thesis at the École normale supérieure in Paris. The
PARKAS team has strong working links with development teams at Esterel
Technologies and ongoing research and development at SAFRAN and Airbus.
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